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METAMORPHIC TESTING-AS-A-SERVICE: A NEW DESIGN PATTERN OF CLOUD
SERVERLESS SYSTEMS FOR METAMORPHIC TESTING

The task of quality assurance of software systems in IT is still an urgent problem, and due to the growing
complexity of these systems is becoming increasingly difficult to use old methods of automated testing. One of the new
methods of automated testing is metamorphic testing, which can be applied to systems of any complexity and which can be
performed efficiently in the cloud. However, software for performing metamorphic tests in the cloud is still in the early stages
of its development, due to the still low popularity of the method in the industry. So, the purpose of this work is to improve the
software to perform metamorphic tests in the cloud by developing the corresponding design pattern to improve the expected
results against the software code quality metrics. To achieve this objective, the new MTaaS design pattern has been
developed that is based on the idea of metamorphic relation decomposition into individual parts together with automatic
code generation of the relations' and functions' bodies. The combination of these two ideas allows the developer to
concentrate only on the implementation of the logic of metamorphic relations, hiding from him all other details (such as
creating serverless functions). To evaluate the developed design pattern, two software systems for metamorphic testing of the
same software artifact were developed: one software system was implemented without the use of the MTaaS$ pattern, the
other with its use. The following four code quality metrics were used in this evaluation: maintainability index, cyclomatic
complexity, class coupling, lines of code. The analysis of evaluation results has demonstrated improvement of the class
coupling and maintainability index metrics without worsening other metrics. Thus, the evaluation showed the effectiveness of
using the developed design pattern during developing software systems for metamorphic testing based on serverless
computing.
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HauionanbHuii TexHiuHui yHiBepcuteT Ykpainu « KHiBCbKui mostiTeXHIYHUH iHCTUTYT iM. Iropst CikopchKoro

METAMORPHIC TESTING-AS-A-SERVICE: HOBHUI ITABJIOH ITIPOEKTYBAHHSA XMAPHUAX
BE3CEPBEPHUX CUCTEM METAMOP®IYHOI'O TECTYBAHHSA

3adaua 3abesnevenHs sikocmi npozpamHux cucmem 6 IT doci 3aiuwaemscss akmya/nvHOW0, npu YoMy 4Yepe3 3poCmaroyy
CKAa0HICMb Yux cucmem ece CKAAOHiule CmMae 3acmocy8aHHsi cmapux memodié asmomamu3oeano2o mecmyeanHs. OOHUM i3 HO8UX
Memodie aemomMamu308aHO20 MeCcmMysaHHs € MemamopdiuHe mecmyeaHHs, sike Modce Gymu 3acmocosaHum 00 cucmem 6y0b-saKoi
cknadHocmi ma sike Modce eheKMUBHO 8UKOHysamucb y xmapi. [Ipome, npoepamHe 3abesneveHHs 015 BUKOHAHHA MemaMopPivHux
mecmie y xmapi doci 3Haxodumucs y no4amxkositi ¢asi ceozo po3sUMKy, Wo SUKAUKAHO NOKU WO HeeeaUKO NonyAspHicmio Memody 8
iHdycmpii. BidnoeidHo, memoto daHoi po6omu € y30CKOHA/IEHHSI NPO2PAMHO20 3a6e3neyeHHs1 0151 BUKOHAHHS MemamMopdiuHux mecmis y
xmapi wasXom po3pobaeHHs 8i0n0e8idH020 WAGAOHY NPOEKMYBAHHS, WO NOKPAWUMb OMPUMYBAHi pe3y1bmamu 3a Mempukamu sKocmi
npozpamHozo kody. [as docsizHeHHs nocmaseHoi Memu po3pobaeHo Hosull wab0H npoekmysanHs MTaaS, & ocHo8y s1k020 nokaadeHo
idei dexomnosuyii Memamop@piuHozo 38’3Ky HA OKpemi cka1adosi pazoMm 3 aemoMamuyHor KodozeHepayier mij 36’sa3kie ma PyHKYill.
IoedHanus yux deox ideli 00360.151€ po3po6HUKY 30cepedumuch MiAbKU HA HANUCAHI N02iKU MemaMop@iuHuX 368’a3Kie, npuxosyyu gid
Hb020 8ci Hwi demani (maki sik cmeopeHHs1 6e3cepeepHux PyHKYiii). 15 oyiH08aAHHS po3p061eHO20 WA6GA0HY NPOEKMYBAHHS PO3PO6AEHO
del npoepamHi cucmemu memamop@piuHo20 mecmyeaHHss 00HO20 I MO20 camMo20 NPo2pamMHO20 apmedakmy: 00Ha NPO2PAMHA cucmemda
peasizosaHa 6e3 sukopucmauHsa wabaoHy MTaaS, iHwa 3 lio2o sukopucmaHHAM. [Ipu oyiH0O8aHI 8UKOPUCMAHO HACMYNHI Yomupu
MempuKu iKocmi npo2pamHo20 Kody: iHdekc nidmpumyeaHocmi, YuKAOMAmMu4Ha cKAadHicmy, 368°A13Hicmb KAdAcis, KibKicmb psidkie Kody.
AHani3 ompuMaHux pe3ysbmamie noKa3as NnoOKpawjeHHs Mempuk iHoekca nidmpumysaHocmi ma 38’si3Hocmi kaacie, npu eidcymHocmi
nozipweHHs [Hwux 0eox. Takum 4uHOM, nposedeHe OYIHIOBAHHS NOKA3AA0 edeKmuUEHICMb BUKOPUCMAHHS PO3P06/1eH020 Wab/0Hy
NpOEKMY8aHHs npu po3pob/eHi Npo2pamMHUX Cucmem MemamopPiuH020 mecmy8aHHs HA OCHOBI 6e3cep8epHUX 06HUCEHD.

Kamouosi cnoea: MemamopdiuHe mecmyeaHHs; XMApHI 064UCAEHHST; 6e3cepeepHi 064UCAEHHS; WABA0H NPOEKMYBAHHSL.

Introduction

Quality assurance of software systems is still an urgent problem in the IT area because software errors may
lead to financial and/or reputational losses, create security problems, and in the worst case — lead to human fatality.

According to the World Quality Report 2021 [1], the software quality assurance expenditures amount at 18
through 35 percent of the total IT budget of an average company, and 36% of that share (i.e. 6-12% of the total
budget) is spent on development and/or purchase of the testing software tools. At the same time the share of
automated software methods use instead of manual human testing increases every year, and, correspondingly, in the
category of software tools the emphasis shifts to development of automated tests.

A huge number of automated testing methods have been developed as of today, but simple oracle-based
tests remain the most popular ones [2]. Although this method is based on the obvious idea of comparing obtained
output data against the expected values for the defined input data, in practice determination of this pair "expected
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input data — expected output data" can be complicated. First of all, complexity of the oracle determination depends
on complexity of the software artifact to be tested — the come complex software artifact, the more complex
determination of the expected output data. Apparently, that for the multiplication function it is much simpler than
for the text clustering software.

Accordingly, a part of newer automated testing methods is called to solve the problem of determining
expected output data (so called "oracle problem" [3]) in the most obvious way — through complete avoidance of
specific input and output data operation. Metamorphic testing is one of such methods based on the idea of
metamorphic relations — relevant relations between inputs and outputs specific for the given domain area [4].
Metamorphic relation is the relationship describing how the output data should change when certain input data have
been changed. For instance, the following relation can serve as metamorphic relation for the multiplication function:
if one multiplicand is increased 2 times (change of input data), the result would also increase 2 times (change of
output data). Accordingly, metamorphic relations make the basis of metamorphic testing that checks whether the
specified relations are fulfilled for the given software artifact or not.

Today the cases of successful application of the metamorphic testing method for validation of web
applications [5-7], compilers [8,9], computer graphics [10, 11] and bioinformatics [12, 13] software tools are
described in the literature, but this method remains not widespread in the industry. It means that development of the
public software tools for development of metamorphic tests, architecture of such software tools, and relevant design
patterns is still an urgent problem. One of the advanced areas of activities in this field is the use of cloud
technologies for running metamorphic tests as the last ones may run efficiently in parallel owing to their
independent nature. Sharing a set of metamorphic tests for parallel execution in the cloud in practice results in
significant reduction of the total execution time because in a majority of cases the tests are complex and such that
are performed at the level of end-to-end testing.

Thus, the purpose of this work is to improve the software to perform metamorphic tests in the cloud by
developing the corresponding design pattern to improve the expected results against the software code quality
metrics.

Related Works

The idea of metamorphic testing was proposed for the first time in [4], and since that time it was
successfully applied in various areas.

The first meta-analysis of the studies on metamorphic testing was provided in [14] and extended in [15].
The second meta-analysis besides the description of the current state of the metamorphic testing area also describes
the challenges and pending issues, with the execution of metamorphic tests using cloud calculations among them.

Execution of metamorphic testing using cloud calculations was described for the first time in [16]. In this
study the developed software was oriented at the use of virtual machines EC2 from the cloud provider AWS with
their manual creation, control, and deletion.

The study [17] proposed to apply the serverless computing technology (Function-as-a-Service pattern) for
designing, implementing, and executing of metamorphic testing. The study demonstrated the expediency of using
serverless computing and proposed generic architecture for implementing of metamorphic testing with their use.

Overview of Metamorphic Testing Serverless Architecture

The study [17] describes the generic serverless software architecture for running metamorphic testing as
component, deployment, and sequence diagrams.

In general, such architecture envisages identification of four individual components:

- Software artifact being tested.

- Input data generator.

- Models of input data, output data, and data to be generated.

- Metamorphic relations.

When transferred to serverless deployment, the fifth component appears — serverless functions (hereafter —
metamorphic functions).

However, besides the description of the interaction process between the dedicated components (using the
model component) the generic architecture does not provide any recommendations regarding the implementation of
components at the class level. Especially it is true for the metamorphic relations component that contains all
metamorphic testing logic (that is actually the logic of the serverless application functioning because besides testing
logic it contains only metamorphic functions and data generators). Thus, implementation of this component at the
class level can be done in various ways and all of them would comply with the generic serverless architecture.
Apparently, some of them will be better than others from the standpoint of quality, simplicity and software code
maintainability.

Also, in the case of a large number of metamorphic tests another problem occurs with serverless
architecture: every metamorphic relation requires existence of a metamorphic function, and these functions are
similar to each other. In fact, with such approach metamorphic functions differ only in their names, callable
metamorphic relation, and, possibly, data generator. All the other items — function registering as serverless (using
the cloud provider library), request parsing, and results return — do not change between functions. That results in
duplication of the metamorphic function code as well as possible copy&paste errors. During development of
serverless metamorphic tests, it would be desirable to have an opportunity to concentrate on development of the
metamorphic relations' logic only, leaving alone the metamorphic functions similarly to how the architecture pattern
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Function-as-a-Service allows concentrating on business logic only, leaving alone the whole code for its launch and
deployment.

So, the following problems of serverless metamorphic testing can be identified:

- Necessity of decomposing the metamorphic relation so that to avoid extremely coupled or duplicated
code.

- Duplication of the metamorphic function code with insignificant differences.

To solve the above problems the new architecture pattern is proposed in the study that would allow
concentrating exceptionally on development of the main components of metamorphic tests.

Metamorphic Testing-as-a-Service

For the summary description of the architecture pattern MTaaS developed within these studies let us use
the generally accepted pattern description (used for the first time in [18]): “intent” — “motivation” — “applicability” —
“structure” — “participants” — “collaborations” — “consequences” — “implementation”.

Intent. Implement metamorphic testing based on serverless computing architecture in the most efficient
way according to the code quality metrics by focusing exceptionally on the implementation of metamorphic
relations only.

Motivation. Let us consider the ways of solving problems that occur during the implementation of
metamorphic testing (including based on serverless architecture) first separately, and then we will demonstrate how
their resolution can be combined.

During the metamorphic relation implementation in the software code it is possible to identify the
following main components:

- Input data change component that receives a certain type TInput at the input and returns it in a
modified form. Hereafter we will call such component an input metamorphosis or input data metamorphosis.

- Corresponding output data change component that in its signature is similar to the input
metamorphosis but differs in the TOutput type. We will call such component an output metamorphosis or output
data metamorphosis.

- Launch code of the software artifact being tested and being responsible for TInput transformation into
TOutput.

- Code for comparison of two TOutput copies.

Actually, the software artifact launch code is permanent for different metamorphic relations. If the software
artifact requires different settings for its launch (e.g., configuration file or configuration object providing), such
settings must be considered as a part of input data. This approach also allows the creation of metamorphic relations with
the involvement of the settings metamorphosis (e.g., during testing of data serializer in text formats it is possible to create a
relation that checks that the result did not change during adjustment of an output with indentation).

During implementation of a large quantity of metamorphic relations for one artifact a similar code
duplication problem may occur for the input and/or output metamorphoses. For instance, one output metamorphosis
may be used in several relations, thus describing that output data may change in a certain way responding to several
different changes of input data. The multiplication function of two numbers may be used as an example: the result
may change twice (common output metamorphosis) both in case if the first multiplicand doubles (one input
metamorphosis) and in case if the second multiplicand doubles (another input metamorphosis).

If a resolution of this problem is considered separately, the most efficient resolution method would consist
in the use of the basic design pattern "Strategy". In such a way it would be possible to create one basic class of
metamorphic relation that would: receive objects implementing metamorphosis interfaces; contain implementation
of launch of the software artifact being tested; contain implementation of calls of metamorphoses, software artifact
launch, and comparison. But, as it would be further demonstrated, in combination with resolution of the
metamorphic functions duplication problem the metamorphic relation code duplication problem may be resolved in
a different way.

As was already mentioned, the main problem during implementation of metamorphic functions is code
duplication because inherently the functions are similar to each other. In fact, every metamorphic function always
corresponds to one metamorphic relation and serves only as a method of its connection to the external world:
receiving input data for generation, call of metamorphic relation, and return of results. According to the authors, the
most efficient way to solve this problem is automatic code generation of metamorphic functions based on the
identified metamorphic relations. It is proposed to automatically generate for each metamorphic relation
implementation of the corresponding metamorphic function inheriting, for instance, its name. In such a way the
developer may concentrate on implementation of the main logic — the logic of metamorphic relations — not
considering the specific implementation of the corresponding metamorphic functions.

But if we have already decided to use code generation, then having a set of input and output
metamorphoses and the software artifact launch code it is, actually, possible to generate metamorphic relations.
Thus, every generated metamorphic relation will contain a code similar to the one that would be contained in the
above described basic class of relations, but instead of receiving objects implementing metamorphosis interfaces,
instances of specific classes corresponding to this relation will be used. In such a case the developer does not need
even manual creation of instances of metamorphic relations with required dependencies — during the generation of
the metamorphic function code there is a possibility to generate also the creation and call code for the corresponding
metamorphic relation.
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Applicability. MTaaS pattern may be used in situations when:

- There is a large number of metamorphic relations to be run in the cloud using serverless architecture;
- Itis necessary to avoid duplication of the code for some metamorphic relations and/or functions.
Structure. The structural UML diagram of the proposed architecture pattern is shown in Figure 1.
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Figure 1. Structural diagram of the proposed MTaaS pattern

Participants.

- InputMetamorphosis1, InputMetamorphosis2, ..., InputMetamorphosisN — input metamorphoses
provided by the developer;

- OutputMetamorphosis1, OutputMetamorphosis2, ..., OutputMetamorphosisN — output metamorphoses
provided by the developer;

- TestableArtifact — software artifact being tested and its launch code;

- Generator — input data generator;

- Codgen — code generator;

- CloudSDK — SDK, made available by the cloud provider for implementation of the FaaS pattern;

- MetamorphicRelation1, MetamorphicRelation2, ..., MetamorphicRelationN — generated metamorphic
relations;

- MetamorphicFunctionl, = MetamorphicFunction2, ..., MetamorphicFunctionN —  generated
metamorphic functions.

Collaborations.

- The code generator tracks all available input and output metamorphoses — for that purpose various
techniques can be used such as annotations, attributes, special contracts, etc.;

- In the same way the code generator finds implementation of the launch of the software artifact being
tested;

- The code generator generates metamorphic relations each one containing corresponding input and
output metamorphoses and the software artifact being tested;

- The code generator also generates metamorphic functions each one referencing the corresponding
metamorphic relation and input data generator;

- Besides, the generated metamorphic functions are also referencing the SDK of the cloud provider thus

110 Herald of Khmelnytskyi national university, Issue 1, 2022 (305)



TexHiuHi Hayku ISSN 2307-5732

implementing corresponding contracts provided by this SDK.
Consequences. Application of the MTaaS pattern has the following consequences:

- Hiding details of metamorphic functions from the developer — thus, the developer concentrates only on
implementation of metamorphic relations. This idea is similar to how the architecture pattern FaaS (Function-as-a-
Service) hides from the developer details of its code deployment and launching, for that the proposed MTaaS pattern
received its name.

- Generated metamorphic relations and metamorphic functions use specific instances of their
dependences (metamorphoses for relations, and relations for functions) instead of abstract interfaces thus facilitating
the code reading and understanding.

- The code generator may be implemented only once and then used in an unlimited number of projects
by connecting as an external library.

- Settings of the software artifact required for its launch are considered as a part of input data that could
also participate in input metamorphoses.

The code generator may be extended with various settings, when necessary, or vice versa, simplified. For
instance, if it is necessary that a part of metamorphic functions use one type of the Cloud SDK trigger and another
part use another trigger, the code generator may be complicated by the corresponding configuration.

Implementation. Specificities of this architecture pattern implementation mainly depend on features of the
specific programming language (namely — on specific possibilities of code generation provided by the language:
macros, compiler extensions, etc.) and specific cloud provider (what signatures of metamorphic functions must be
exported for compliance with FaaS implementation). The next Section discusses reference implementation on the
.NET/Azure platform.

Reference Implementation

The reference implementation of the proposed architecture pattern MTaaS was done for the .NET platform
and Azure Functions cloud service. The source code of the developed solution is available at
https://github.com/yakivyusin/MTaaS.

For the implementation of code generation at the .NET platform starting with release 5.0, the mechanism
called source generators is available. The idea of such a mechanism consists in the compiler calling the user code
marked with a special attribute. The user code receives at the input the complete project AST and can supplement it
with own generated code [19].

In C# language it is possible to identify two idiomatic ways of the proposed architecture pattern
implementation — attributive and contract.

In the case of the attributive way, all components of the MTaaS pattern at the user level are marked with
attributes provided by MTaaS implementation. Then these attributes are used for the search of all components and
their use in generated metamorphic functions and relations.

In the case of the contract way, the MTaaS implementation besides generation of metamorphic relations
and functions also generates contracts of components at the user level based on the specified configuration file. Then
the developer will need to provide implementation of these contracts. In the C# language the examples of such
contracts may include partial classes and methods.

The main advantages of the attributive approach are larger idiomaticity compared to the contract approach
(that refers both to compliance with the programming language and the nature of the pattern itself), no need for
additional user's configuration files, one component may be marked with several attributes for different
metamorphic relations reducing the code duplication. The disadvantage of this approach is a more complicated
implementation of the corresponding code generation because it is necessary: to perform the AST analysis for the
search of all components marked with attributes; to analyze for every metamorphic relation whether all mandatory
components have been marked, and if not — send an error message to the compiler.

Accordingly, the main advantage of the contract approach is simplicity of its implementation: the source
generator only generates contracts using the configuration file data, and verification of all implementations may be
assigned to a standard compiler (e.g., absence of implementation in a partial method, no value of the type parameter
in a generic class, etc.).

The developed reference implementation applies the contract approach but, in the future, it can be extended
with the attributive approach providing the user with a choice.

YAML format was used for the configuration file that has the following advantages compared to the JSON
format mainly used on the .NET platform: simplified syntax, availability of comments in the format standard. It
should be mentioned that whatever JSON document is also a valid YAML document, therefore JSON syntax may be
used if desired [20].

An example of the configuration file with comments:

# MR and MF name

- nhame: MR1

models:
# input model according to generic architecture
input: object[]
# output model according to generic architecture
output: System.IO.StringWriter
# optional - IEqualityComparer for output model
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output_equality_comparer: Custom.StringWriterComparer
# generator model according to generic architecture
generator: MTaaS.Sample.Models.GeneratorModel
# next MR...
- name: MR2
In general, reference implementation consists of five source generators:

- InputMetamorphosis — generates the contract of input metamorphosis for each metamorphic function
as partial classes with one partial method (using $.name and $.models.input from the configuration file).

- OutputMetamorphosis — generates the contract of output metamorphosis ($.name and
$.models.output).

- InputGeneration — generates the contract for input data generator (also as partial class with partial
method) using $.name, $.models.generator and $.models.input.

- MetamorphicRelation — generates the metamorphic relation class; the user needs to provide an
implementation of only one partial method — actually, the launch of the artifact being tested.

- MetamorphicFunction — generates an implementation of the metamorphic function.

So far, metamorphic functions are always generated using HttpTrigger (POST method), and it is expected
that the input data generator model will be transmitted in the request body in JSON format. It can be extended with
further project extension (see Conclusions).

Experiment

To verify the hypothesis that the proposed architecture pattern significantly simplifies implementation of
serverless metamorphic testing the same relations as in the study [17] were used in this work.

In the study [17] five metamorphic relations for the program library of tabular collection output were used
as an example of implementation of metamorphic testing serverless architecture: increasing and decreasing the
collection, field adding and deletion, change of the object order in the collection.

The graphic explanation of the implemented metamorphic relations is provided in Figure 2.

= =

Add row Remove row

= =

Add column Remove column

=
LT 1T 7

Reverse

Figure 2. Output metamorphosis for five implemented metamorphic relations

Unlike the software developed in [17], within this experiment rigorous comparison of the objects
containing the tabulated output (StringWriter) was implemented according to their content instead of a comparison
of individual properties (width, height, individual lines). For this purpose the IEqualityComparer interface was
implemented for StringWriter and this implementation was used in the configuration file for every metamorphic
relation as $.models.output equality comparer.

For comparison of the quality and complexity indicators of the software developed using the MTaaS
pattern and software that was implemented just in line with the generic serverless architecture, the following metrics
have been used: maintainability index [21], cyclomatic complexity [22], class coupling [23], lines of code.

Results for the specified metrics are provided in Table 1.

112 Herald of Khmelnytskyi national university, Issue 1, 2022 (305)



TexHiuHi Hayku ISSN 2307-5732

Table 1
Code quality metrics of the two developed software
Lines of Code (LoC)
MR Type Generator Input Output Relation Function Total
metamorphosis metamorphosis
Add row generic 12/5" 15 8 +4/5 26,2
MTaa$S 4+8/5 4 [ 9 7 - 25,6 (-2%)
Remove generic 12/5 14 8 +4/5 25,2
row MTaa$S 4+38/5 4 [ 10 7 - 26,2 (+4%)
Add generic 12/5 14 8 +4/5 252
column MTaa$ 4+8/5 4 | 11 7 - 27,6 (+9%)
Remove generic 12/5 13 8 +4/5 24,2
column MTaaS 4+8/5 4 | 10 7 - 26,6 (+10%)
Reverse generic 12/5 18 8 +4/5 29,2
MTaaS 4+8/5 4 [ 11 7 - 27,6 (-5%)
Cyclomatic Complexity
MR Type Generator Input Output Relation Function Total
metamorphosis metamorphosis
Add row generic 3 2 1+1 7
MTaa$S 1+2 1 [ 1 2 - 7
Remove generic 3 2 1+1 7
row MTaa$S 1+2 1 | 1 2 - 7
Add generic 3 2 1+1 7
column MTaa$S 1+2 1 | 1 2 - 7
Remove generic 3 2 1+1 7
column MTaa$S 1+2 1 [ 1 2 - 7
Reverse generic 3 3 1+1 8
MTaaS 1+2 1 [ 1 2 - 7 (-12,5%)
Class Coupling
MR Type Generator Input Output Relation Function Total
metamorphosis metamorphosis
Add row generic 4 8 9 21
MTaaS 3 2 [ 2 3 - 10 (-52%)
Remove generic 4 8 9 21
row MTaa$S 3 2 | 2 3 - 10 (-52%)
Add generic 4 10 9 23
column MTaaS 2 1 | 2 2 - 7 (-69%)
Remove generic 4 10 9 23
column MTaaS 2 1 | 2 2 - 7 (-69%)
Reverse generic 4 8 9 21
MTaaS 3 2 | 2 3 10 (-52%)
Maintainability Index
MR Type Generator Input Output Relation Function Min
metamorphosis metamorphosis
Add row generic 75 69 71 69
MTaaS min(100, 68) 100 | 100 77 - 68 (-1%)
Remove generic 75 69 71 69
row MTaaS min(100, 68) 100 | 100 77 - 68 (-1%)
Add generic 75 72 71 71
column MTaaS min(100, 68) 100 | 100 77 - 68 (-4%)
Remove generic 75 69 71 69
column MTaaS min(100, 68) 100 | 100 77 - 68 (-1%)
Reverse generic 75 65 71 65
MTaaS min(100, 68) 100 [ 100 | 77 - 68 (+5%)

The following relationships can be noted based on the data provided:

1) Lines of code — depending on metamorphic relation the total number of lines of code may both increase
or decrease if the MTaaS pattern is applied. Such a result can be judged as expected because when the MTaaS
pattern is used the number of classes the logic is subdivided into increases and each class adds minimum 3
additional lines (namespace declaration, class declaration, and signature of the highlighted method). It should be
noted that software developed within the study implements the more complex comparison of output data that
impacts the number of lines of code too. Also, during the framework implementation of the attributive approach, this
indicator may be improved because this approach is better oriented at reduction of code duplication.

2) Cyclomatic complexity — this indicator, actually, is independent of the MTaaS pattern use that is also
expected because decomposition improvement of the metamorphic relation code and automatic generation of
metamorphic functions do not much influence the program control dataflow graph.

3) Class coupling — this metric improves when the proposed pattern is applied, mainly owing to the
automatic generation of a part of the code. Besides automatic generation, the subdivision of one class of
metamorphic relation into three classes (metamorphoses and the relation itself) also positively influences this metric
because in practice it is easier to operate three classes with CC=3 than one class with CC = 6 (despite the fact that
the total CC indicator of the subdivided classes may be larger).
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4) Maintainability index — despite the fact that formally for four relations out of five the minimum value of
this indicator has worsened, it is necessary to pay attention to the distribution of values between classes. When
simply generic architecture was used, all three components have quite coinciding MI values; and when the MTaaS
pattern was used large dispersion of values was observed from the best value equal to 100 to the minimum obtained
value. So, each metamorphosis class received the best possible value for the MI metric (100); metamorphic relation
classes improved their values compared to the generic architecture; the minimum value was determined by the input
data generator. Thus, it can be concluded that application of the MTaaS pattern improves the MI metric.

So, application of the proposed architecture pattern MTaaS improves the key metrics of the code quality
and, accordingly, the hypothesis that this pattern simplifies the implementation of the serverless metamorphic testing
can be considered as confirmed.

Conclusions

Conducted analysis of the problems occurring during implementation of metamorphic testing using
serverless computing (following the generic architecture) demonstrated expediency of developing additional
architecture patterns application of those promotes efficient resolution of the identified problems. In the study the
MTaaS (Metamorphic Testing-as-a-Service) architecture pattern was proposed that is based on the idea of
metamorphic relation decomposition into individual parts together with automatic code generation of the relations'
and functions' bodies.

The proposed architecture pattern envisages:

- Subdivision of the metamorphic relation code into separate input and output metamorphoses (done by
the user); launch component if the software artifact being tested (done by the user); and the body of metamorphic
relation using them (code generation).

- Code generation for metamorphic function.

So, application of the MTaaS pattern simplifies the implementation of serverless metamorphic testing
(owing to code generation and ready-to-use decomposition scheme) and improves the metrics of the software code
quality.

The reference implementation of the proposed architecture pattern together with the code generation was
developed on the .NET platform for the Azure cloud provider. Using such implementation, comparison of the key
quality metrics of the software code with the MTaaS pattern application and without was performed. The conducted
experiment has demonstrated improvement of the class coupling and maintainability index metrics without
worsening other metrics that confirmed the effectiveness of the proposed pattern.

Further development of this study is primarily in the technical field: implementation of an alternative,
attributive approach; application of the reference implementation of the proposed pattern for other programming
languages and cloud provides, etc.
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